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# Задание

Используя модифицированный АТД, обработайте все возможные исключительные ситуации.

# Контрольные вопросы

1. Дайте определение исключения.
2. В каком блоке описывается список обработчиков для возбужденного исключения?
3. Опишите синтаксис обработчика исключения.
4. Что такое спецификация исключения?
5. Для каких целей используется функция unexpected?

Код программы:

#include <iostream>

using namespace std;

// Первый базовый класс

template <class T1, class T2>

class Oven {

protected:

T1 year, month, day;

char\* name;

public:

void input();

void print();

Oven();

Oven(const char\* n, T2 date\_year, T1 date\_month, T1 date\_day);

Oven(const Oven<T1, T2>& a);

~Oven<T1, T2>();

Oven<T1, T2> operator = (const Oven<T1, T2>& a);

Oven<T1, T2> operator + (Oven<T1, T2>& a);

bool operator == (const Oven<T1, T2>& a);

};

template <class T1, class T2>

void Oven<T1, T2>::input() {

cout << "Введите название вашей печи: ";

cin >> name;

cout << "Введите год изобретения вашей печи: ";

cin >> year;

cout << "Введите месяц изобретения вашей печи: ";

cin >> month;

cout << "Введите день изобретения вашей печи: ";

cin >> day;

}

template <class T1, class T2>

void Oven<T1, T2>::print() {

cout << "Название вашей печи - " << name << endl;

cout << "Год изобретения вашей печи - " << year << endl;

cout << "Месяц изобретения вашей печи - " << month << endl;

cout << "День изобретения вашей печи - " << day << endl;

cout << endl;

}

template <class T1, class T2>

Oven<T1, T2>::Oven() {

name = new char[11]{ "Неизвестно" };

year = (T2)0;

month = (T1)0;

day = (T1)0;

}

template <class T1, class T2>

Oven<T1, T2>::Oven(const char\* n, T2 date\_year, T1 date\_month, T1 date\_day) {

if (n == "")

throw "Название печи не может быть пустым"; // Ошибка

name = new char[strlen(n) + 1];

strcpy(name, n);

if (date\_year < 0)

throw "Год не может быть отрицательным"; // Ошибка

year = date\_year;

if (date\_month < 0)

throw "Месяц не может быть отрицательным"; // Ошибка

month = date\_month;

if (date\_day < 0)

throw "День не может быть отрицательным"; // Ошибка

day = date\_day;

}

template <class T1, class T2>

Oven<T1, T2>::Oven(const Oven<T1, T2>& a) {

if (a == NULL)

throw "Ссылка указывает на несуществующий элемент"; // Ошибка

name = new char[strlen(a.name) + 1];

strcpy(name, a.name);

year = a.year;

month = a.month;

day = a.day;

}

template <class T1, class T2>

Oven<T1, T2>::~Oven() {

delete[]name;

}

template <class T1, class T2>

Oven<T1, T2> Oven<T1, T2> :: operator = (const Oven& a) {

if (this == &a)

return \*this;

name = new char[strlen(a.name) + 1];

strcpy(name, a.name);

year = a.year;

month = a.month;

day = a.day;

return \*this;

}

template<class T1, class T2>

Oven<T1, T2> Oven<T1, T2> :: operator + (Oven& a)

{

Oven<T1, T2> t;

t.name = new char[strlen(name) + strlen(a.name) + 1];

strcpy(t.name, name);

for (int i = strlen(name); i < strlen(name) + strlen(a.name); i++) {

t.name[i] = a.name[i - strlen(name)];

}

t.name[strlen(name) + strlen(a.name)] = '\0';

t.year = year + a.year;

t.month = month + a.month;

t.day = day + a.day;

return (t);

}

template<class T1, class T2>

bool Oven<T1, T2> :: operator == (const Oven<T1, T2>& a) {

return (year + month + day == a.year + a.month + a.day);

}

// Второй базовый класс

template <class T1, class T2>

class TypeOven {

protected:

char\* type;

public:

TypeOven<T1, T2>();

TypeOven<T1, T2>(const char\* typed);

void inputType();

void printType();

};

template<class T1, class T2>

TypeOven<T1, T2>::TypeOven() {

type = new char[11]{ "Неизвестно" };

}

template<class T1, class T2>

TypeOven<T1, T2>::TypeOven(const char\* typed) {

if (typed == "")

throw "Название типа печи не может быть пустым"; // Ошибка

type = new char[strlen(typed) + 1];

strcpy(type, typed);

}

template<class T1, class T2>

void TypeOven<T1, T2>::inputType() {

cout << "Введите тип вашей печи:";

cin >> type;

}

template<class T1, class T2>

void TypeOven<T1, T2>::printType() {

cout << "Тип вашей печи: " << type << endl;

}

// Класс-наследник

template<class T1, class T2>

class Material : public Oven<T1, T2>, public TypeOven<T1, T2> {

public:

void input();

void print();

Material();

Material(const char\* n, T2 date\_year, T1 date\_month, T1 date\_day, const char\* material);

~Material();

Material<T1, T2>(const Material& a);

Material& operator = (const Material<T1, T2>& a);

protected:

char\* material;

};

template<class T1, class T2>

void Material<T1, T2>::input() {

Oven<T1, T2>::input();

TypeOven<T1, T2>::inputType();

cout << "Введите название материала вашей печи : ";

cin >> material;

}

template<class T1, class T2>

void Material<T1, T2>::print() {

Oven<T1, T2>::print();

cout << endl;

TypeOven<T1, T2>::printType();

cout << "Материал вашей печи - " << material << endl;

}

template<class T1, class T2>

Material<T1, T2>::Material() : Oven<T1, T2>() {

material = new char[11]{ "Неизвестно" };

}

template<class T1, class T2>

Material<T1, T2>::Material(const char\* n, T2 date\_year, T1 date\_month, T1 date\_day, const char\* material) {

if (material = "")

throw "Название материала печи не может быть пустым"; // Ошибка

this->material = material;

}

template<class T1, class T2>

Material<T1, T2>::~Material() {

Oven<T1, T2>::~Oven();

}

template<class T1, class T2>

Material<T1, T2>::Material<T1, T2>(const Material& a) {

if (a == NULL)

throw "Ссылка указывает на несуществующий элемент"; // Ошибка

material = a.material;

this->name = new char[strlen(a.name) + 1];

strcpy(this->name, a.name);

this->year = a.year;

this->month = a.month;

this->day = a.day;

}

template<class T1, class T2>

Material<T1, T2>& Material<T1, T2> :: operator = (const Material& a) {

material = a.material;

this->name = new char[strlen(a.name) + 1];

strcpy(this->name, a.name);

this->year = a.year;

this->month = a.month;

this->day = a.day;

return (\*this);

}

int main()

{

setlocale(LC\_ALL, "Russian");

cout << "Ошибки в программе:" << endl;

// Пустое название печи

try {

Oven<int, double> a("", 1725, 10, 15);

}

catch (const char\* e) {

cout << e << endl;

}

// Отрицательная дата года

try {

Oven<int, double> b("Russian", -1111, 10, 15);

}

catch (const char\* e) {

cout << e << endl;

}

// Отрицательная дата месяца

try {

Oven<int, double> c("Russian", 1111, -10, 15);

}

catch (const char\* e) {

cout << e << endl;

}

// Отрицательная дата дня

try {

Oven<int, double> d("Russian", 1111, 10, -15);

}

catch (const char\* e) {

cout << e << endl;

}

// Пустое название типа печи

try {

TypeOven<int, double> f("");

}

catch (const char\* e) {

cout << e << endl;

}

system("pause");

return 0;

}

Результат работы программы:

![](data:image/png;base64,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)

**Контрольные вопросы:**

1. **Дайте определение исключения.**

Обычно исключение – это возникающая в программе нештатная ситуация, с которой программа не может справиться. Например, при делении на ноль выполнение программы аварийно завершается системой. С++ дает возможность восстанавливать программу из ошибочных ситуаций и продолжать ее выполнение.

Код на С++ позволяет напрямую возбуждать исключения в пробном блоке с помощью запускающего выражения throw. Исключения обрабатываются с помощью вызова надлежащего обработчика, выбираемого из списка обработчиков, который следует сразу за пробным блоком.

1. **В каком блоке описывается список обработчиков для возбужденного исключения?**

Блок try является контекстом для определения того, какие обработчики вызываются при возбуждении исключения. Порядок, в котором определены обработчики, задает очередность проверки

1. **Опишите синтаксис обработчика исключения.**

Синтаксически обработчик имеет вид:

catch (формальный\_аргумент)

составная\_конструкция

Обработчик catch выглядит как объявление функции одного аргумента без возвращаемого типа. Например:

catch (const char\* message)

{

cerr << message << endl;

exit (1);

}

catch (…) //будет выполнено действие по умолчанию

{

cerr << “Вот и все!” << endl;

abort();

}

Допустима эллиптическая ( … ) сигнатура, совпадающая с аргументом любого типа. Кроме того, формальный аргумент может быть абстрактным объявлением, то есть может не задавать имя переменной, а только предоставлять информацию о типе.

1. **Что такое спецификация исключения?**

Синтаксически спецификация исключения является частью объявления и определения функции и имеет следующий вид:

заголовок\_функции throw (список\_типов)

Здесь список\_типов – это список типов, которые может иметь выражение throw внутри функции. В объявлении и в определении функции спецификация исключения должна записываться одинаково.

Если список пуст, компилятор полагает, что функцией не будет выполняться никакой throw (ни прямо, ни косвенно).

Если спецификация исключения опущена, то предполагается, что такой функцией может быть возбуждено произвольное исключение. Например:

void foo() throw(int, over\_flow);

void noex(int i) throw();

Нарушение спецификаций исключений приводит к ошибкам на этапе выполнения. Эти ошибки отлавливаются функцией unexpected().

1. **Для каких целей используется функция unexpected?**

Предоставляемая системой функция unexpected() вызывается, когда она возбудила исключение, которое отсутствует в ее списке спецификации исключений. По умолчанию вызывается функция terminate(). Или же можно задать обработчик, воспользовавшись функцией set\_terminate().